import numpy as np

X = np.array([['Korea', 44, 7200],

['Japan', 27, 4800],

['China', 30, 6100]])

from sklearn.preprocessing import OneHotEncoder

onehotencoder = OneHotEncoder()

# 원하는 열을 뽑아서 2차원 배열로 만들어서 전달하여야 한다.

XX = onehotencoder.fit\_transform(X[:,0].reshape(-1,1)).toarray()

print(XX)

X = np.delete(X, [0], axis=1) # 0번째 열 삭제

X = np.concatenate((XX, X), axis = 1) # X와 XX를 붙인다.

print(X)

[[0. 0. 1.] [0. 1. 0.] [1. 0. 0.]] [['0.0' '0.0' '1.0' '44' '7200'] ['0.0' '1.0' '0.0' '27' '4800'] ['1.0' '0.0' '0.0' '30' '6100']]

class\_vector =[2, 6, 6, 1]

from tensorflow.keras.utils import to\_categorical

output = to\_categorical(class\_vector, num\_classes = 7, dtype ="int32")

print(output)

[[0 0 1 0 0 0 0] [0 0 0 0 0 0 1] [0 0 0 0 0 0 1] [0 1 0 0 0 0 0]]

from sklearn.preprocessing import MinMaxScaler

data = [[-1, 2], [-0.5, 6], [0, 10], [1, 18]]

scaler = MinMaxScaler()

scaler.fit(data) # 최대값과 최소값을 알아낸다.

print(scaler.transform(data))

[[0. 0. ] [0.25 0.25] [0.5 0.5 ] [1. 1. ]]

import numpy as numpy

import tensorflow as tf

import matplotlib.pyplot as plt

# 데이터 다운로드

(train\_data, train\_labels), (test\_data, test\_labels) = \

tf.keras.datasets.imdb.load\_data( num\_words=1000)

# 원-핫 인코딩으로 변환하는 함수

def one\_hot\_sequences(sequences, dimension=1000):

results = numpy.zeros((len(sequences), dimension))

for i, word\_index in enumerate(sequences):

results[i, word\_index] = 1.

return results

train\_data = one\_hot\_sequences(train\_data)

test\_data = one\_hot\_sequences(test\_data)

model = tf.keras.Sequential()

model.add(tf.keras.layers.Dense(16, activation='relu', input\_shape=(1000,)))

model.add(tf.keras.layers.Dense(16, activation='relu'))

model.add(tf.keras.layers.Dense(1, activation='sigmoid'))

model.compile(loss='binary\_crossentropy', optimizer='adam',

metrics=['accuracy'])

# 신경망 훈련, 검증 데이터 전달

history = model.fit(train\_data,

train\_labels,

epochs=20,

batch\_size=512,

validation\_data=(test\_data, test\_labels),

verbose=2)

history\_dict = history.history

loss\_values = history\_dict['loss'] # 훈련 데이터 손실값

val\_loss\_values = history\_dict['val\_loss'] # 검증 데이터 손실값

acc = history\_dict['accuracy'] # 정확도

epochs = range(1, len(acc) + 1) # 에포크 수

plt.plot(history.history['loss'])

plt.plot(history.history['val\_loss'])

plt.title('Loss Plot')

plt.ylabel('loss')

plt.xlabel('epochs')

plt.legend(['train error', 'val error'], loc='upper left')

plt.show()

Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/imdb.npz> 17464789/17464789 [==============================] - 0s 0us/step Epoch 1/20 49/49 - 1s - loss: 0.5748 - accuracy: 0.7082 - val\_loss: 0.4297 - val\_accuracy: 0.8196 - 1s/epoch - 29ms/step Epoch 2/20 49/49 - 0s - loss: 0.3719 - accuracy: 0.8434 - val\_loss: 0.3466 - val\_accuracy: 0.8553 - 300ms/epoch - 6ms/step Epoch 3/20 49/49 - 0s - loss: 0.3226 - accuracy: 0.8652 - val\_loss: 0.3306 - val\_accuracy: 0.8592 - 272ms/epoch - 6ms/step Epoch 4/20 49/49 - 0s - loss: 0.3071 - accuracy: 0.8735 - val\_loss: 0.3279 - val\_accuracy: 0.8607 - 211ms/epoch - 4ms/step Epoch 5/20 49/49 - 0s - loss: 0.2987 - accuracy: 0.8759 - val\_loss: 0.3315 - val\_accuracy: 0.8597 - 193ms/epoch - 4ms/step Epoch 6/20 49/49 - 0s - loss: 0.2914 - accuracy: 0.8808 - val\_loss: 0.3302 - val\_accuracy: 0.8595 - 184ms/epoch - 4ms/step Epoch 7/20 49/49 - 0s - loss: 0.2846 - accuracy: 0.8838 - val\_loss: 0.3317 - val\_accuracy: 0.8586 - 259ms/epoch - 5ms/step Epoch 8/20 49/49 - 0s - loss: 0.2796 - accuracy: 0.8858 - val\_loss: 0.3293 - val\_accuracy: 0.8592 - 280ms/epoch - 6ms/step Epoch 9/20 49/49 - 0s - loss: 0.2716 - accuracy: 0.8890 - val\_loss: 0.3318 - val\_accuracy: 0.8595 - 325ms/epoch - 7ms/step Epoch 10/20 49/49 - 0s - loss: 0.2642 - accuracy: 0.8920 - val\_loss: 0.3350 - val\_accuracy: 0.8587 - 342ms/epoch - 7ms/step Epoch 11/20 49/49 - 0s - loss: 0.2579 - accuracy: 0.8958 - val\_loss: 0.3382 - val\_accuracy: 0.8582 - 295ms/epoch - 6ms/step Epoch 12/20 49/49 - 0s - loss: 0.2508 - accuracy: 0.8978 - val\_loss: 0.3402 - val\_accuracy: 0.8585 - 358ms/epoch - 7ms/step Epoch 13/20 49/49 - 0s - loss: 0.2454 - accuracy: 0.9004 - val\_loss: 0.3452 - val\_accuracy: 0.8562 - 273ms/epoch - 6ms/step Epoch 14/20 49/49 - 0s - loss: 0.2422 - accuracy: 0.9012 - val\_loss: 0.3501 - val\_accuracy: 0.8548 - 200ms/epoch - 4ms/step Epoch 15/20 49/49 - 0s - loss: 0.2311 - accuracy: 0.9075 - val\_loss: 0.3584 - val\_accuracy: 0.8514 - 194ms/epoch - 4ms/step Epoch 16/20 49/49 - 0s - loss: 0.2246 - accuracy: 0.9111 - val\_loss: 0.3580 - val\_accuracy: 0.8520 - 198ms/epoch - 4ms/step Epoch 17/20 49/49 - 0s - loss: 0.2174 - accuracy: 0.9146 - val\_loss: 0.3629 - val\_accuracy: 0.8509 - 196ms/epoch - 4ms/step Epoch 18/20 49/49 - 0s - loss: 0.2108 - accuracy: 0.9183 - val\_loss: 0.3688 - val\_accuracy: 0.8498 - 176ms/epoch - 4ms/step Epoch 19/20 49/49 - 0s - loss: 0.2045 - accuracy: 0.9201 - val\_loss: 0.3761 - val\_accuracy: 0.8496 - 189ms/epoch - 4ms/step Epoch 20/20 49/49 - 0s - loss: 0.1969 - accuracy: 0.9242 - val\_loss: 0.3830 - val\_accuracy: 0.8467 - 269ms/epoch - 5ms/step
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import numpy as numpy

import tensorflow as tf

import matplotlib.pyplot as plt

# 데이터 다운로드

(train\_data, train\_labels), (test\_data, test\_labels) = \

tf.keras.datasets.imdb.load\_data( num\_words=1000)

# 원-핫 인코딩으로 변환하는 함수

def one\_hot\_sequences(sequences, dimension=1000):

results = numpy.zeros((len(sequences), dimension))

for i, word\_index in enumerate(sequences):

results[i, word\_index] = 1.

return results

train\_data = one\_hot\_sequences(train\_data)

test\_data = one\_hot\_sequences(test\_data)

model = tf.keras.Sequential()

model.add(tf.keras.layers.Dense(16,

kernel\_regularizer=tf.keras.regularizers.l2(0.001),

activation='relu', input\_shape=(1000,)))

model.add(tf.keras.layers.Dense(16,

kernel\_regularizer=tf.keras.regularizers.l2(0.001), activation='relu'))

model.add(tf.keras.layers.Dense(1, activation='sigmoid'))

model.compile(loss='binary\_crossentropy', optimizer='adam',

metrics=['accuracy'])

# 신경망 훈련, 검증 데이터 전달

history = model.fit(train\_data,

train\_labels,

epochs=20,

batch\_size=512,

validation\_data=(test\_data, test\_labels),

verbose=2)

history\_dict = history.history

loss\_values = history\_dict['loss'] # 훈련 데이터 손실값

val\_loss\_values = history\_dict['val\_loss'] # 검증 데이터 손실값

acc = history\_dict['accuracy'] # 정확도

epochs = range(1, len(acc) + 1) # 에포크 수

plt.plot(history.history['loss'])

plt.plot(history.history['val\_loss'])

plt.title('Loss Plot')

plt.ylabel('loss')

plt.xlabel('epochs')

plt.legend(['train error', 'val error'], loc='upper left')

plt.show()

Epoch 1/20 49/49 - 1s - loss: 0.5994 - accuracy: 0.7244 - val\_loss: 0.4463 - val\_accuracy: 0.8319 - 1s/epoch - 22ms/step Epoch 2/20 49/49 - 0s - loss: 0.3966 - accuracy: 0.8518 - val\_loss: 0.3813 - val\_accuracy: 0.8577 - 322ms/epoch - 7ms/step Epoch 3/20 49/49 - 0s - loss: 0.3599 - accuracy: 0.8675 - val\_loss: 0.3683 - val\_accuracy: 0.8609 - 281ms/epoch - 6ms/step Epoch 4/20 49/49 - 0s - loss: 0.3513 - accuracy: 0.8705 - val\_loss: 0.3717 - val\_accuracy: 0.8596 - 355ms/epoch - 7ms/step Epoch 5/20 49/49 - 0s - loss: 0.3448 - accuracy: 0.8724 - val\_loss: 0.3643 - val\_accuracy: 0.8618 - 269ms/epoch - 5ms/step Epoch 6/20 49/49 - 0s - loss: 0.3391 - accuracy: 0.8736 - val\_loss: 0.3629 - val\_accuracy: 0.8607 - 332ms/epoch - 7ms/step Epoch 7/20 49/49 - 0s - loss: 0.3364 - accuracy: 0.8759 - val\_loss: 0.3621 - val\_accuracy: 0.8609 - 289ms/epoch - 6ms/step Epoch 8/20 49/49 - 0s - loss: 0.3342 - accuracy: 0.8770 - val\_loss: 0.3677 - val\_accuracy: 0.8572 - 281ms/epoch - 6ms/step Epoch 9/20 49/49 - 0s - loss: 0.3322 - accuracy: 0.8761 - val\_loss: 0.3613 - val\_accuracy: 0.8594 - 334ms/epoch - 7ms/step Epoch 10/20 49/49 - 0s - loss: 0.3292 - accuracy: 0.8786 - val\_loss: 0.3585 - val\_accuracy: 0.8603 - 391ms/epoch - 8ms/step Epoch 11/20 49/49 - 0s - loss: 0.3252 - accuracy: 0.8773 - val\_loss: 0.3568 - val\_accuracy: 0.8600 - 375ms/epoch - 8ms/step Epoch 12/20 49/49 - 0s - loss: 0.3205 - accuracy: 0.8804 - val\_loss: 0.3563 - val\_accuracy: 0.8611 - 295ms/epoch - 6ms/step Epoch 13/20 49/49 - 0s - loss: 0.3168 - accuracy: 0.8800 - val\_loss: 0.3562 - val\_accuracy: 0.8606 - 280ms/epoch - 6ms/step Epoch 14/20 49/49 - 0s - loss: 0.3127 - accuracy: 0.8822 - val\_loss: 0.3639 - val\_accuracy: 0.8572 - 316ms/epoch - 6ms/step Epoch 15/20 49/49 - 0s - loss: 0.3107 - accuracy: 0.8830 - val\_loss: 0.3610 - val\_accuracy: 0.8584 - 405ms/epoch - 8ms/step Epoch 16/20 49/49 - 0s - loss: 0.3064 - accuracy: 0.8846 - val\_loss: 0.3576 - val\_accuracy: 0.8598 - 210ms/epoch - 4ms/step Epoch 17/20 49/49 - 0s - loss: 0.3035 - accuracy: 0.8866 - val\_loss: 0.3603 - val\_accuracy: 0.8574 - 193ms/epoch - 4ms/step Epoch 18/20 49/49 - 0s - loss: 0.3013 - accuracy: 0.8861 - val\_loss: 0.3601 - val\_accuracy: 0.8586 - 282ms/epoch - 6ms/step Epoch 19/20 49/49 - 0s - loss: 0.2944 - accuracy: 0.8915 - val\_loss: 0.3616 - val\_accuracy: 0.8574 - 212ms/epoch - 4ms/step Epoch 20/20 49/49 - 0s - loss: 0.2912 - accuracy: 0.8923 - val\_loss: 0.3623 - val\_accuracy: 0.8567 - 189ms/epoch - 4ms/step
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import numpy as numpy

import tensorflow as tf

import matplotlib.pyplot as plt

# 데이터 다운로드

(train\_data, train\_labels), (test\_data, test\_labels) = \

tf.keras.datasets.imdb.load\_data( num\_words=1000)

# 원-핫 인코딩으로 변환하는 함수

def one\_hot\_sequences(sequences, dimension=1000):

results = numpy.zeros((len(sequences), dimension))

for i, word\_index in enumerate(sequences):

results[i, word\_index] = 1.

return results

train\_data = one\_hot\_sequences(train\_data)

test\_data = one\_hot\_sequences(test\_data)

model = tf.keras.Sequential()

model.add(tf.keras.layers.Dense(16, activation='relu', input\_shape=(1000,)))

model.add(tf.keras.layers.Dropout(0.5))

model.add(tf.keras.layers.Dense(16, activation='relu'))

model.add(tf.keras.layers.Dropout(0.5))

model.add(tf.keras.layers.Dense(1, activation='sigmoid'))

model.compile(loss='binary\_crossentropy', optimizer='adam',

metrics=['accuracy'])

# 신경망 훈련, 검증 데이터 전달

history = model.fit(train\_data,

train\_labels,

epochs=20,

batch\_size=512,

validation\_data=(test\_data, test\_labels),

verbose=2)

history\_dict = history.history

loss\_values = history\_dict['loss'] # 훈련 데이터 손실값

val\_loss\_values = history\_dict['val\_loss'] # 검증 데이터 손실값

acc = history\_dict['accuracy'] # 정확도

epochs = range(1, len(acc) + 1) # 에포크 수

plt.plot(history.history['loss'])

plt.plot(history.history['val\_loss'])

plt.title('Loss Plot')

plt.ylabel('loss')

plt.xlabel('epochs')

plt.legend(['train error', 'val error'], loc='upper left')

plt.show()
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import matplotlib.pyplot as plt

import tensorflow as tf

mnist = tf.keras.datasets.mnist

(x\_train, y\_train),(x\_test, y\_test) = mnist.load\_data()

x\_train, x\_test = x\_train / 255.0, x\_test / 255.0

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Flatten(input\_shape=(28,28)))

model.add(tf.keras.layers.Dense(512, activation='relu'))

model.add(tf.keras.layers.Dropout(0.2))

model.add(tf.keras.layers.Dense(10, activation='softmax'))

model.compile(optimizer='adam',

loss='sparse\_categorical\_crossentropy',

metrics=['accuracy'])

model.fit(x\_train, y\_train, epochs=5)

model.evaluate(x\_test, y\_test)

Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/mnist.npz>11490434/11490434 [==============================] - 0s 0us/step  
Epoch 1/5  
1875/1875 [==============================] - 8s 4ms/step - loss: 0.2196 - accuracy: 0.9348  
Epoch 2/5  
1875/1875 [==============================] - 7s 4ms/step - loss: 0.0964 - accuracy: 0.9704  
Epoch 3/5  
1875/1875 [==============================] - 8s 4ms/step - loss: 0.0689 - accuracy: 0.9783  
Epoch 4/5  
1875/1875 [==============================] - 7s 4ms/step - loss: 0.0523 - accuracy: 0.9832  
Epoch 5/5  
1875/1875 [==============================] - 8s 4ms/step - loss: 0.0439 - accuracy: 0.9858  
313/313 [==============================] - 1s 2ms/step - loss: 0.0661 - accuracy: 0.9816

[0.06613883376121521, 0.9815999865531921]

import tensorflow as tf

from tensorflow import keras

import numpy as np

import matplotlib.pyplot as plt

from tensorflow.keras import datasets, layers, models

fashion\_mnist = keras.datasets.fashion\_mnist

(train\_images, train\_labels), (test\_images, test\_labels) = fashion\_mnist.load\_data()

plt.imshow(train\_images[0])

train\_images = train\_images / 255.0

test\_images = test\_images / 255.0

model = models.Sequential()

model.add(layers.Flatten(input\_shape=(28, 28)))

model.add(layers.Dense(128, activation='relu'))

model.add(layers.Dense(10, activation='softmax'))

model.compile(optimizer='adam',

loss='sparse\_categorical\_crossentropy',

metrics=['accuracy'])

model.fit(train\_images, train\_labels, epochs=5)

test\_loss, test\_acc = model.evaluate(test\_images, test\_labels)

print('정확도:', test\_acc)

Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/train-labels-idx1-ubyte.gz> 29515/29515 [==============================] - 0s 0us/step Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/train-images-idx3-ubyte.gz> 26421880/26421880 [==============================] - 0s 0us/step Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/t10k-labels-idx1-ubyte.gz> 5148/5148 [==============================] - 0s 0us/step Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/t10k-images-idx3-ubyte.gz> 4422102/4422102 [==============================] - 0s 0us/step Epoch 1/5 1875/1875 [==============================] - 5s 2ms/step - loss: 0.5009 - accuracy: 0.8238 Epoch 2/5 1875/1875 [==============================] - 4s 2ms/step - loss: 0.3731 - accuracy: 0.8651 Epoch 3/5 1875/1875 [==============================] - 4s 2ms/step - loss: 0.3347 - accuracy: 0.8785 Epoch 4/5 1875/1875 [==============================] - 4s 2ms/step - loss: 0.3140 - accuracy: 0.8861 Epoch 5/5 1875/1875 [==============================] - 4s 2ms/step - loss: 0.2939 - accuracy: 0.8915 313/313 [==============================] - 0s 1ms/step - loss: 0.3581 - accuracy: 0.8696 정확도: 0.8695999979972839

![](data:image/png;base64,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)

import numpy as np

import matplotlib.pyplot as plt

import pandas as pd

import tensorflow as tf

# 데이터 세트를 읽어들인다.

train = pd.read\_csv("train.csv", sep=',')

test = pd.read\_csv("test.csv", sep=',')

# 필요없는 컬럼을 삭제한다.

train.drop(['SibSp', 'Parch', 'Ticket', 'Embarked', 'Name',\

'Cabin', 'PassengerId', 'Fare', 'Age'], inplace=True, axis=1)

# 결손치가 있는 데이터 행은 삭제한다.

train.dropna(inplace=True)

df = train.groupby('Sex').mean()["Survived"]

df.plot(kind='bar')

plt.show()
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for ix in train.index:

if train.loc[ix, 'Sex']=="male":

train.loc[ix, 'Sex']=1

else:

train.loc[ix, 'Sex']=0

# 2차원 배열을 1차원 배열로 평탄화한다.

target = np.ravel(train.Survived)

# 생존여부를 학습 데이터에서 삭제한다.

train.drop(['Survived'], inplace=True, axis=1)

train = train.astype(float)

train.head()

![](data:image/png;base64,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)

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(16, activation='relu', input\_shape=(2,)))

model.add(tf.keras.layers.Dense(8, activation='relu'))

model.add(tf.keras.layers.Dense(1, activation='sigmoid'))

# 케라스 모델을 컴파일한다.

model.compile(loss='binary\_crossentropy',

optimizer='adam',

metrics=['accuracy'])

# 케라스 모델을 학습시킨다.

model.fit(train, target, epochs=30, batch\_size=1, verbose=1)

Epoch 1/30  
891/891 [==============================] - 2s 1ms/step - loss: 0.6048 - accuracy: 0.7385  
Epoch 2/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.5219 - accuracy: 0.7868  
Epoch 3/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.5006 - accuracy: 0.7868  
Epoch 4/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4902 - accuracy: 0.7868  
Epoch 5/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4844 - accuracy: 0.7868  
Epoch 6/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4776 - accuracy: 0.7868  
Epoch 7/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4738 - accuracy: 0.7868  
Epoch 8/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4691 - accuracy: 0.7868  
Epoch 9/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4668 - accuracy: 0.7834  
Epoch 10/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4643 - accuracy: 0.7845  
Epoch 11/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4603 - accuracy: 0.7868  
Epoch 12/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4595 - accuracy: 0.7800  
Epoch 13/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4583 - accuracy: 0.7789  
Epoch 14/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4591 - accuracy: 0.7789  
Epoch 15/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4558 - accuracy: 0.7879  
Epoch 16/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4549 - accuracy: 0.7946  
Epoch 17/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4564 - accuracy: 0.7845  
Epoch 18/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4558 - accuracy: 0.7778  
Epoch 19/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4530 - accuracy: 0.7946  
Epoch 20/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4554 - accuracy: 0.7856  
Epoch 21/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4536 - accuracy: 0.7901  
Epoch 22/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4555 - accuracy: 0.7901  
Epoch 23/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4553 - accuracy: 0.7778  
Epoch 24/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4550 - accuracy: 0.7856  
Epoch 25/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4546 - accuracy: 0.7811  
Epoch 26/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4554 - accuracy: 0.7834  
Epoch 27/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4540 - accuracy: 0.7901  
Epoch 28/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4553 - accuracy: 0.7868  
Epoch 29/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4539 - accuracy: 0.7868  
Epoch 30/30  
891/891 [==============================] - 1s 1ms/step - loss: 0.4541 - accuracy: 0.7890

<keras.callbacks.History at 0x7fbd1ee46980>

import numpy as np

import tensorflow as tf

model= tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(units = 8, input\_shape=(4,), activation='sigmoid'))

model.add(tf.keras.layers.Dense(units = 4, activation='sigmoid'))

model.compile(loss='mean\_squared\_error',optimizer='adam')

model.summary()

X=np.array([[1,1,1,1],[0,0,0,0],[1,0,1,0],[0,1,0,1],[1,0,0,1],[0,1,1,0],[0,0,1,1],[1,1,0,0]])

y=np.array([[1,0,0,0],[1,0,0,0],[0,1,0,0],[0,1,0,0],[0,0,1,0],[0,0,1,0],[0,0,0,1],[0,0,0,1]])

model.fit(X, y, batch\_size=2, epochs=10000)

print(model.predict(X))

Epoch 9984/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0225

Epoch 9985/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0225

Epoch 9986/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0225

Epoch 9987/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 9988/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 9989/10000 4/4 [==============================] - 0s 5ms/step - loss: 0.0224

Epoch 9990/10000 4/4 [==============================] - 0s 6ms/step - loss: 0.0225

Epoch 9991/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 9992/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 9993/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 9994/10000 4/4 [==============================] - 0s 3ms/step - loss: 0.0224

Epoch 9995/10000 4/4 [==============================] - 0s 3ms/step - loss: 0.0224

Epoch 9996/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 9997/10000 4/4 [==============================] - 0s 3ms/step - loss: 0.0224

Epoch 9998/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 9999/10000 4/4 [==============================] - 0s 4ms/step - loss: 0.0224

Epoch 10000/10000 4/4 [==============================] - 0s 3ms/step - loss: 0.0224 1/1 [==============================] - 0s 147ms/step

[[6.6820693e-01 2.9704403e-04 3.2192037e-01 3.7581213e-02] [9.5482266e-01 6.8080085e-03 4.9363822e-02 2.1538399e-02] [6.9099784e-02 8.0246413e-01 2.2899997e-01 8.0721118e-02] [2.8610160e-04 9.4606131e-01 2.8974665e-02 2.8944066e-02] [3.4017745e-02 2.6229911e-03 9.3989664e-01 1.3039948e-04] [2.9731983e-01 1.8848903e-01 5.2574545e-01 1.6201718e-03] [1.1373084e-01 3.0850882e-02 6.0948979e-02 9.4178885e-01] [6.0766608e-02 3.1845894e-02 4.7203485e-02 9.2785770e-01]]

import tensorflow as tf

from tensorflow import keras

# 입력데이터

fashion\_mnist = keras.datasets.fashion\_mnist

(train\_images, train\_labels), (test\_images, test\_labels) = fashion\_mnist.load\_data()

# 데이터 정규화

train\_images = train\_images / 255.0

test\_images = test\_images / 255.0

# 데이터 평탄화

train\_images = train\_images.reshape((60000, 784))

test\_images = test\_images.reshape((10000, 784))

# 원핫 엔코딩

train\_labels = tf.keras.utils.to\_categorical(train\_labels)

test\_labels = tf.keras.utils.to\_categorical(test\_labels)

# DNN

# 모델 생성

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(512, activation='relu', input\_shape=(784,)))

model.add(tf.keras.layers.Dense(128, activation='relu'))

model.add(tf.keras.layers.Dense(10, activation='softmax')) # 출력층에 소프트 맥스 활성화 함수 사용

# 손실함수로 교차 엔트로피 사용

model.compile(optimizer='rmsprop',

loss='categorical\_crossentropy',

metrics=['accuracy'])

# 모델 학습

model.fit(train\_images, train\_labels, epochs=5, batch\_size = 128)

# 데스트

test\_loss\_d, test\_acc\_d = model.evaluate(test\_images, test\_labels)

# MLP

# 모델 생성

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(512, activation='relu', input\_shape=(784,)))

model.add(tf.keras.layers.Dense(10, activation='sigmoid'))

model.compile(optimizer='adam',

loss='mse',

metrics=['accuracy'])

# 모델 학습

model.fit(train\_images, train\_labels, epochs=5, batch\_size = 128)

# 데스트

test\_loss\_m, test\_acc\_m = model.evaluate(test\_images, test\_labels)

print('DNN 정확도:', test\_acc\_d)

print('MLP 정확도:', test\_acc\_m)

Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/train-labels-idx1-ubyte.gz> 29515/29515 [==============================] - 0s 1us/step Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/train-images-idx3-ubyte.gz> 26421880/26421880 [==============================] - 2s 0us/step Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/t10k-labels-idx1-ubyte.gz> 5148/5148 [==============================] - 0s 0us/step Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/t10k-images-idx3-ubyte.gz> 4422102/4422102 [==============================] - 1s 0us/step Epoch 1/5 469/469 [==============================] - 9s 16ms/step - loss: 0.5483 - accuracy: 0.8001 Epoch 2/5 469/469 [==============================] - 6s 13ms/step - loss: 0.3805 - accuracy: 0.8598 Epoch 3/5 469/469 [==============================] - 5s 11ms/step - loss: 0.3364 - accuracy: 0.8753 Epoch 4/5 469/469 [==============================] - 6s 13ms/step - loss: 0.3096 - accuracy: 0.8844 Epoch 5/5 469/469 [==============================] - 5s 11ms/step - loss: 0.2899 - accuracy: 0.8912 313/313 [==============================] - 1s 3ms/step - loss: 0.3406 - accuracy: 0.8764 Epoch 1/5 469/469 [==============================] - 8s 15ms/step - loss: 0.0313 - accuracy: 0.7899 Epoch 2/5 469/469 [==============================] - 5s 11ms/step - loss: 0.0208 - accuracy: 0.8640 Epoch 3/5 469/469 [==============================] - 4s 9ms/step - loss: 0.0186 - accuracy: 0.8779 Epoch 4/5 469/469 [==============================] - 6s 12ms/step - loss: 0.0173 - accuracy: 0.8863 Epoch 5/5 469/469 [==============================] - 4s 9ms/step - loss: 0.0164 - accuracy: 0.8936 313/313 [==============================] - 1s 3ms/step - loss: 0.0180 - accuracy: 0.8805 DNN 정확도: 0.8763999938964844 MLP 정확도: 0.8805000185966492

from sklearn import datasets

from sklearn.model\_selection import train\_test\_split

import tensorflow as tf

classes = {0:'setosa', 1:'versicolor', 2:'virginica'}

iris = datasets.load\_iris()

X = iris.data

y = iris.target

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state = 1)

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(32, input\_shape = (4,), activation = 'relu'))

model.add(tf.keras.layers.Dense(32, activation='relu'))

model.add(tf.keras.layers.Dense(10, activation='softmax'))

model.compile(optimizer='rmsprop',

loss='sparse\_categorical\_crossentropy',

metrics=['accuracy'])

model.fit(X\_train, y\_train, epochs = 10, batch\_size = 1)

test\_loss\_d, test\_acc\_d = model.evaluate(X\_test, y\_test)

y\_train = tf.keras.utils.to\_categorical(y\_train)

y\_test = tf.keras.utils.to\_categorical(y\_test)

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(32, input\_shape = (4,), activation = 'relu'))

model.add(tf.keras.layers.Dense(3, activation='sigmoid'))

model.compile(optimizer='rmsprop',

loss='mse',

metrics=['accuracy'])

model.fit(X\_train, y\_train, epochs = 10, batch\_size = 1)

test\_loss\_m, test\_acc\_m = model.evaluate(X\_test, y\_test)

print('DNN 정확도:', test\_acc\_d)

print('MLP 정확도:', test\_acc\_m)

Epoch 1/10 120/120 [==============================] - 2s 4ms/step - loss: 1.6732 - accuracy: 0.2583 Epoch 2/10 120/120 [==============================] - 1s 6ms/step - loss: 0.7309 - accuracy: 0.7333 Epoch 3/10 120/120 [==============================] - 1s 7ms/step - loss: 0.5247 - accuracy: 0.7167 Epoch 4/10 120/120 [==============================] - 2s 13ms/step - loss: 0.4294 - accuracy: 0.8083 Epoch 5/10 120/120 [==============================] - 0s 3ms/step - loss: 0.3659 - accuracy: 0.8333 Epoch 6/10 120/120 [==============================] - 0s 2ms/step - loss: 0.3308 - accuracy: 0.8583 Epoch 7/10 120/120 [==============================] - 0s 2ms/step - loss: 0.3005 - accuracy: 0.8917 Epoch 8/10 120/120 [==============================] - 0s 2ms/step - loss: 0.2732 - accuracy: 0.9167 Epoch 9/10 120/120 [==============================] - 0s 1ms/step - loss: 0.2456 - accuracy: 0.9500 Epoch 10/10 120/120 [==============================] - 0s 2ms/step - loss: 0.2234 - accuracy: 0.9333 1/1 [==============================] - 0s 140ms/step - loss: 0.1974 - accuracy: 1.0000 Epoch 1/10 120/120 [==============================] - 1s 1ms/step - loss: 0.3615 - accuracy: 0.3667 Epoch 2/10 120/120 [==============================] - 0s 1ms/step - loss: 0.2288 - accuracy: 0.3667 Epoch 3/10 120/120 [==============================] - 0s 2ms/step - loss: 0.1771 - accuracy: 0.5833 Epoch 4/10 120/120 [==============================] - 0s 2ms/step - loss: 0.1470 - accuracy: 0.7667 Epoch 5/10 120/120 [==============================] - 0s 2ms/step - loss: 0.1293 - accuracy: 0.7333 Epoch 6/10 120/120 [==============================] - 0s 1ms/step - loss: 0.1126 - accuracy: 0.7750 Epoch 7/10 120/120 [==============================] - 0s 1ms/step - loss: 0.1065 - accuracy: 0.8167 Epoch 8/10 120/120 [==============================] - 0s 2ms/step - loss: 0.1014 - accuracy: 0.8417 Epoch 9/10 120/120 [==============================] - 0s 1ms/step - loss: 0.0976 - accuracy: 0.7750 Epoch 10/10 120/120 [==============================] - 0s 2ms/step - loss: 0.0935 - accuracy: 0.8083 1/1 [==============================] - 0s 112ms/step - loss: 0.1092 - accuracy: 0.6667 DNN 정확도: 1.0 MLP 정확도: 0.6666666865348816

import pandas as pd

import tensorflow as tf

from sklearn.model\_selection import train\_test\_split

dataset = pd.read\_csv('winequality-red.csv', sep=';')

X = dataset.drop('quality', axis = 1)

y = dataset['quality']

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.3, random\_state = 1)

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(512, activation='relu', input\_shape=(11,)))

model.add(tf.keras.layers.Dense(128, activation='relu'))

model.add(tf.keras.layers.Dense(10, activation='softmax'))

model.compile(optimizer='rmsprop',

loss='sparse\_categorical\_crossentropy',

metrics=['accuracy'])

model.fit(X\_train, y\_train, epochs = 200, batch\_size = 32)

test\_loss, test\_acc = model.evaluate(X\_test, y\_test)

print(dataset['quality'].unique())

print('테스트 정확도:', test\_acc)

Epoch 191/200 35/35 [==============================] - 0s 5ms/step - loss: 0.6455 - accuracy: 0.7230 Epoch 192/200 35/35 [==============================] - 0s 4ms/step - loss: 0.6279 - accuracy: 0.7453 Epoch 193/200 35/35 [==============================] - 0s 3ms/step - loss: 0.6246 - accuracy: 0.7265 Epoch 194/200 35/35 [==============================] - 0s 3ms/step - loss: 0.6284 - accuracy: 0.7274 Epoch 195/200 35/35 [==============================] - 0s 3ms/step - loss: 0.6259 - accuracy: 0.7248 Epoch 196/200 35/35 [==============================] - 0s 3ms/step - loss: 0.6293 - accuracy: 0.7346 Epoch 197/200 35/35 [==============================] - 0s 3ms/step - loss: 0.6254 - accuracy: 0.7382 Epoch 198/200 35/35 [==============================] - 0s 4ms/step - loss: 0.6282 - accuracy: 0.7292 Epoch 199/200 35/35 [==============================] - 0s 3ms/step - loss: 0.6176 - accuracy: 0.7444 Epoch 200/200 35/35 [==============================] - 0s 3ms/step - loss: 0.6255 - accuracy: 0.7462 15/15 [==============================] - 0s 2ms/step - loss: 1.4051 - accuracy: 0.5979 [5 6 7 4 8 3] 테스트 정확도: 0.5979166626930237

import pandas as pd

import tensorflow as tf

from sklearn.model\_selection import train\_test\_split

dataset = pd.read\_csv('seeds\_dataset.txt', sep='\s+|\t', header = None)

X = dataset.drop(7, axis = 1)

y = dataset[7]

print(dataset[7].unique())

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.3, random\_state = 1)

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(32, activation='relu', input\_shape=(7,)))

model.add(tf.keras.layers.Dense(32, activation='relu'))

model.add(tf.keras.layers.Dense(4, activation='softmax'))

model.compile(optimizer='rmsprop',

loss='sparse\_categorical\_crossentropy',

metrics=['accuracy'])

model.fit(X\_train, y\_train, epochs = 100, batch\_size = 32)

test\_loss, test\_acc = model.evaluate(X\_test, y\_test)

print(dataset[7].unique())

print('테스트 정확도:', test\_acc)

Epoch 90/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2304 - accuracy: 0.9320 Epoch 91/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2462 - accuracy: 0.9252 Epoch 92/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2304 - accuracy: 0.8912 Epoch 93/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2424 - accuracy: 0.9116 Epoch 94/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2369 - accuracy: 0.9116 Epoch 95/100 5/5 [==============================] - 0s 4ms/step - loss: 0.2382 - accuracy: 0.9048 Epoch 96/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2365 - accuracy: 0.9048 Epoch 97/100 5/5 [==============================] - 0s 4ms/step - loss: 0.2445 - accuracy: 0.9048 Epoch 98/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2284 - accuracy: 0.8980 Epoch 99/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2395 - accuracy: 0.9048 Epoch 100/100 5/5 [==============================] - 0s 3ms/step - loss: 0.2256 - accuracy: 0.9048 2/2 [==============================] - 0s 9ms/step - loss: 0.3309 - accuracy: 0.8730 [1 2 3] 테스트 정확도: 0.8730158805847168